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Abstract

Architecture enforcement is concerned with the correct and seamless implementation of architecture design de-
cisions in order to ensure software quality. In a previous study, we conducted an empirical study in order to gain
insight into the industrial practice of architecture enforcement. There, we asked 12 software architects from industry
about their experience with the architecture enforcement process. As a result, we identified architecture enforcement
concerns and activities. In this paper, we extend our contributions of the existing study. Firstly, we conducted five
additional interviews with software architects from two different domains, namely the enterprise application and the
automotive domain. This adds new architecture concerns and activities to the existing list. Secondly, we conducted a
literature review. We compared our findings from the interviews with the results from the literature review and eval-
uated how architects’ enforcement concerns and activities are discussed in literature. We found that several concerns
and activities are already known from literature, but are not viewed in the context of architecture enforcement by the
software architecture community. Lastly, we connected the discovered architecture concerns and activities with each
other. Those relationships determine the reason why a specific architecture enforcement activity is conducted.

Keywords: software architecture, architecture enforcement, software architecture in industry, architecture erosion,
empirical study

1. Introduction

A system’s software architecture describes the principal design decisions for a software system. These decisions
have the highest impact on the system’s quality, and they are hard to change after their implementation (Bass et al.,
2012). For example, structuring the components of the system using an architectural pattern (e.g. layers), and deciding
on suitable technologies are architectural design decisions. These decisions are usually taken by an experienced5

software engineer, who might play the ”software architect” role in a project (McBride, 2007). For example, the
Rational Unified Process (RUP) (Kruchten, 2000) specifies a dedicated role for a software architect. In agile processes
(e.g. Scrum (Schwaber and Beedle, 2001)), architects do not have a dedicated role, and could be involved in doing
other tasks as well (Babar, 2009) (Fowler, 2003; Kruchten, 2008).

The role of a software architect is not only limited to taking design decisions (Jansen and Bosch, 2005), but it also10

involves many other duties (e.g. contribute to business goals of the company) (Bass et al., 2012). Architecture enforce-
ment is one of the challenging architectural duties, which is concerned with the correct and seamless implementation
of architectural design decisions (Zimmermann, 2009). Architecture enforcement involves two main goals:

1. Ensure the agreement on design decisions with stakeholders: A software architect needs to share his design
decisions with stakeholders (e.g. developers), and make sure that they accept the decisions before confirming15

them, and starting with the implementation. The importance of this agreement is to minimize problems during
the implementation of design decisions. For example, if developers are not familiar with certain patterns or
technologies, they might not be able to realize design decisions. To achieve this goal, an architect needs to
describe a road-map for the implementation of a system, which include fundamental guidelines that developers
should follow during implementation.20

2. Check the conformance between implementation and design decisions: An architect needs to ensure the cor-
rect implementation of design decisions during software development life cycle (i.e. during development and
maintenance phases). She needs to ensure that developers follow the implementation road-map and guidelines

Preprint submitted to Journal of Systems and Software July 19, 2018



(Bass et al., 2012) for the implementation of design decisions, because developers could misunderstand design
decisions or incorrectly implement them in so-called architectural violations. The accumulation of architec-25

tural violations could lead to architecture erosion (Perry and Wolf, 1992; Taylor et al., 2009), which results in
a gradual regression for the quality of a software system (e.g. lower maintainability). To prevent architecture
erosion, architects need to continuously check the adherence of implementation to architecture.

Achieving architecture enforcement faces several problems. To achieve the first goal, an architect needs to con-
vince all stakeholders about the design decisions. This agreement process is complex and requires good commu-30

nication and negotiation skills, because different stakeholders have different concerns (e.g. performance, usability,
delivery time). For example, the disagreement between technical team members about technologies is a common
problem. Moreover, with the growing size of software systems, it becomes time consuming to analyze source code
for the adherence to architecture (achieving the second goal of architecture enforcement). To overcome these prob-
lems, methods and tools are needed to support an architect to achieve the goals of architecture enforcement.35

Researchers proposed approaches to monitor and control architecture erosion e.g. Terra and Valente (2009),
Pruijt et al. (2014) and Herold et al. (2013). However, current approaches did not empirically investigate architecture
enforcement in practice, and especially how architects face problems for achieving architecture enforcement. This is
important to ensure the usefulness of the proposed approaches and tools. Therefore, our objectives for this paper is to
understand architecture enforcement in practice from the software architects’ perspective, and to determine possible40

methods to support architecture enforcement. In details, we investigate the following research questions:

• RQ1: What are the concerns architects consider during architecture enforcement?
We ask this question to determinate concrete objectives (e.g. adherence to architectural principals or proper-
ties) to achieve the goals of architecture enforcement (agreement with stakeholders on decisions and ensuring
conformance between architecture and implementation). We call these objectives Enforcement concerns. By45

capturing, prioritizing and categorizing enforcement concerns from real examples in practice, we could specify
empirically grounded requirements for tools to support architecture enforcement. This will additionally help
providing further research directions to support architecture enforcement.

• RQ2: What are the activities performed by architects during architecture enforcement?
The motivation of RQ2 is to determine current activities that an architect performs during architecture enforce-50

ment. We call these activities enforcement activities. By determining and understanding current enforcement
activities, we determine types of scenarios, which can support developing suitable approaches for activities cur-
rently performed in practice. This will increase the probability of acceptance and usefulness for tools, because
they will support practitioners in their current activities.

• RQ3: How do architecture enforcement activities support fulfilling architecture enforcement concerns?55

The motivation behind RQ3 is to determine the reason behind conducting each of the enforcement activities.
In this way, we relate both architecture enforcement activities and concerns. Concrete relationships between
architecture enforcement activities and concerns determine concrete scenarios for architecture enforcement.

To answer the research questions, we conducted first interviews with 17 experienced practitioners. The interviewed
practitioners are located in different countries and work in different domains. We analyzed the transcripts of the60

interviews using qualitative content analysis to answer the research questions based on empirically grounded evidences
from practitioners. Based on the results of the interviews, we performed a literature review to complement and refine
our empirical results. In this way, we evaluate how architects’ practices are actually discussed in state-of-the-art
literature, and how the concepts from literature are used in practice.

The contributions of this paper are the following:65

• We identified empirically grounded concerns and activities to support architecture enforcement. The list of
identified concerns and activities extends and refines results from our previous publication (Schröder et al.,
2016) to cover additional domains (e.g. Automotive, Enterprise systems).

• We determined relationships between architecture enforcement concerns and activities. The relationships pro-
vide concrete scenarios, which architects perform to achieve certain enforcement concerns.70
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• We identified existing approaches in literature, which recognize and analyze architecture enforcement concerns
and activities, as well as architecture enforcement concerns and activities, which require additional research
efforts.

The paper is structured as follows: In Section 2 we give an overview about the literature related to architecture
erosion and the software architect’s role. Next, in Section 3 we describe in more detail how we designed our study.75

In Section 6 the discovered enforcement concerns are presented. Section 7 presents the enforcement activities. Both
sections include the comparison between the discovered concepts and the literature. Section 8 shows how enforcement
concerns and activities are connected with each other. The results are discussed in Section 9 including a discussion
about threats to validity. Section 10 concludes the paper and discusses future work.

2. Background on Architecture Enforcement80

As described in Section 1, architecture enforcement aims to achieve two main goals, namely to ensure the agree-
ment on design decisions with stakeholders and to check the conformance between implementation and design deci-
sions. In the following, we examine and describe methods that are related with those goals.

2.1. Approaches for Ensuring the Agreement on Design Decisions
In order to ensure agreement on design decisions in the development team, it is necessary to reach a consensus85

about the software architecture. This means that developers should accept and be willing to implement the software
architecture. Agile processes and evolutionary architectures are two methodologies prefering this viewpoint. Rather
than considering architecture enforcement as a dictating process, each team member is allowed to participate in ar-
chitecture design and to suggest changes if necessary. As it will be described later in this paper (Section 7), we also
found that some participants favor this kind of process instead of strict and constraining enforcement activities. We90

will describe the role of architecture enforcement in agile processes in more detail and especially the evolutionary
point of view in this section.

Agile processes favor human-centric activities like face-to-face communication and practices as daily stand up
meetings or pair programming in order to enhance the shared understanding within the development team about the95

software system (Beck, 2000). Recently, there have been a plenty of discussions about the role of software architecture
(and the software architect in particular) in agile project settings, as in (Abrahamsson et al., 2010). In order to achieve
agreement on design decisions, agile processes reflect in two characteristics:

• Agile projects avoid restrictive ivory tower architectures. This means that instead of forcing an architecture
and corresponding restrictive rules upon the development team, actively involving developers into architecting100

responsibilities is favored. This aims to increase the developer’s understanding and acceptance of the archi-
tecture. Additionally, it increases the chance that developers are willing and have the courage to change the
architecture, since they participated in the design of the architecture.

• Software architecture is rather seen as the team’s responsibility. It is not the responsibility of a single person
to design the architecture in isolation. In some project settings, however, there may exist a so-called architecture105

owner (Abrahamsson et al., 2010). This role has the responsibility to design the architecture upfront only to
some extent, so that the development gets started in the right direction. An architecture owner collaboratively
works with the team to develop and evolve the architecture. The architecture owner is mostly a technically
experienced developer in the team, having a good understanding of the business domain. He may validate the
designed architecture using architectural prototypes. He monitors and controls the evolution of the software110

architecture, but without forcing the developers to follow a strict implementation plan. They rather facilitate the
creation of software architecture and mentor the development team.

Evolutionary architecture (Ford et al., 2017) helps to achieve a common mindset about software architecture in
the development team and consequently to increase the agreement on architecture decisions. Instead of prescribing
changes to the code, the architecture remains open for change and aims to support software architects in preserving115

and protecting architecture quality by enabling architectures to be continuously evolved in a changing environment.
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This also allows developers to continuously give feedback about the current architecture and to propose necessary
changes. In an evolutionary architecture mindset, it is assumed that an optimal architecture that meets all the require-
ments and constraints cannot be designed a priori. This means that architecture should be built for the current needs
and should be evolved incrementally when requirements change. Following this approach, architectural problems can120

be detected early during development. Therefore, it reduces the need to make fixes afterwards that are potentially
time-consuming and error-prone. Consequently, this can minimize architecture erosion.

Zimmermann et al. (2007) proposes an approach to support architecture decision enforcement. An important
aspect of architecture decision enforcement is “sharing the results of the decision making with the stakeholders and125

the project team, and getting them accepted”. Zimmermann et al. (2007) emphasize that it is a human-centric process
mostly conducted only by manual activities like architectural templates, coaching, and code reviews. In order to
support this manual work they propose to use an approach based on model transformations, called decision injection.
In this approach key architectural decisions are codified as model and code transformations.This ensures that design
models and code are always consistent with architectural decisions.130

2.2. Approaches for checking the conformance

Architecture erosion is generally considered as the result of violating or deviating from the software architecture,
as defined by (Perry and Wolf, 1992). Architecture conformance checking is a common technique in order to detect
those violations and to evaluate the degree of architecture erosion. Usually, this is performed by comparing the ar-
chitecture model of the intended architecture with the architecture model that was extracted from the source code.135

This process takes an architecture model and the source code implementing the architecture as input. Then, relevant
facts from the source code are extracted and mapped to the elements of the architecture model. This is necessary
in order to raise the abstraction level of the source code to the architectural level. This model of the implemented
architecture can then be compared with the intended architecture model and deviations between those views can be
identified. The main idea originates from the reflexion modeling approach proposed by (Murphy and Notkin, 1997).140

In this approach, the comparison results in a reflexion model revealing the differences between the two models by
classifying the dependencies in three distinct classes, namely convergence (dependency that is allowed according to
the architecture), divergence (dependency that is not allowed), and absence (dependency that was intended, but not
implemented in the code).
Other approaches explicitly define architectural rules, mostly using dependency rules in order to identify violations145

regarding the static module view of the software architecture. Dependency rule violations can be severe since uncon-
trolled dependencies can increase maintenance costs, compromise independent module deployment, extensibility and
testability. For example, Terra and Valente (2009) propose a domain-specific language allowing to define dependency
rules that restrict how modules are allowed to access each other. Pruijt et al. (2014) define module types such as layers,
components, and subsystems and relate them with specific rule types. The intended architecture can then be defined150

using those predefined module types. Java classes are mapped to the elements of the architecture and based on the
information about the module type at hand, it is evaluated if the source code entities violate the module rule types.
Herold et al. (2013) proposes a more formal approach based on first-order logic in order to allow a more flexible way
to define architectural rules. Several commercial tools exist allowing static architecture conformance checking, such
as Sonargraph, Structure101 or Lattix, that can support the software architect in his enforcement activities.155

3. General Overview on the Research Process and Study Design

In our study we followed a qualitative research approach. We applied a process with two main phases: Practitioners
Interviews and Literature Categories’ Integration. For the first phase, we performed expert interviews based on a
semi-structured interview guide. The interviews were transcribed and analyzed by adopting coding procedures from
grounded theory, e.g. as described by (Strauss et al., 1990). As a result of this analysis, we obtain codes and categories160

of architecture enforcement concerns and activities. In the second phase, we examine the literature in order to find
evidence about architecture enforcement in the literature. For this, we conducted steps as used in a systematic literature
review (B. Kitchenham, 2007) to find literature that could be relevant to architecture enforcement. We use the concepts
and categories derived from the interview study in order to label phrases in the publications found during the literature
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Figure 1: Overview about the overall study design.

collection process. In this way, we examine to which extent the codes and categories derived from the interviews are165

covered in current literature. The two phases will be explained in the next two sections in more detail (Sections 4
and 5). Figure 1 gives an overview on the overall research process. It depicts the sequence of research steps (boxes)
performed in the study and the corresponding results of the research steps (ellipses).

4. Expert Interviews

4.1. Data collection170

We decided for a qualitative research method in order to investigate architecture enforcement in practice. For this,
we designed an interview study with semi-structured interviews following the guidelines of (Charmaz, 2014). Those
interviews are an integral part of qualitative research. They aim to generate new knowledge about a specific topic
about which only a few findings exist (Hove and Anda, 2005). It supported us to collect as much new knowledge as
possible. An interview guide helped us to keep the focus on our research questions during the interview. Moreover,175

the guide ensures that the same set of questions were asked in all interviews. The interview guide was designed for
a semi-structured interview containing open questions that were chosen according to the research questions. Those
questions allow the participants to talk freely about their experience concerning architecture enforcement.
The interview guide contains three parts. The first part classifies the experiences and the technical background of each
participant, such as the application domain, years of experience, the development process, the team size, experiences180

regarding a specific technology etc. In the second part, we asked open questions that aim for identifying architecture
enforcement concerns. Correspondingly, the third part contains questions addressing the enforcement activities that
software architects perform. We asked the participants which concrete methods they apply in order to enforce archi-
tecture.
We tested the interview guide with a master student and a researcher before interviewing the selected participants (see185

Table 1). The first 12 interviews (A-L in Table 1) were conducted by the first author. The second author conducted
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Table 1: List of study participants, their domain and their years of experience.

# Domain Role(s) Exp.
(years)

Team size
(approx.)

Interview
date

Location

A enterprise (applica-
tion, integration)

software architect > 15 100 March
2015

Switzerland

B enterprise software architect,
consulting

10 - 15 10-20 March
2015

Germany

C enterprise software architect > 20 10 February
2015

Germany

D logistic software architect,
agile test engineer

10 5-10 per com-
ponent team

March
2015

Germany

E accounting / enter-
prise (migration)

software architect,
section manager

10 - 15 50 February
2015

Germany

F enterprise software architect,
lead developer

10 - 15 2-7 March
2015

Germany

G enterprise / embed-
ded

software architect,
coach

10 - 15 10 March
2015

Germany

H insurance software architect,
project manager

5 - 10 10 develop-
ers, 10 test
engineers

February
2015

Germany

I medical software architect,
software developer

5 - 10 10 January
2016

Germany

J government / enter-
prise (application)

software architect,
consulting

10 10 February
2015

Germany

K logistic / enterprise software architect 5 - 10 5-10 per com-
ponent team

March
2015

Germany

L banking, control sys-
tems, enterprise

software architect,
project manager

> 20 10 February
2015

Germany

M enterprise technical leader 10 - 15 10-20 December
2017

USA

N retail and health-care
enterprise

software architect,
project manager

> 20 30 January
2018

USA

O Automotive project manager 10 - 15 10-20 January
2018

Germany

P Automotive software architect 10 - 15 50 January
2018

Germany

Q Automotive project manager 10 - 15 10 January
2018

UAE

the other five interviews (M-Q in Table 1). The same interview questions were used. Additionally, the concepts iden-
tified from the first 12 interviews were presented to them in order to examine their perspectives and opinions on those
concepts.
The detailed interview guide is given in the appendix (see Appendix A). When presenting our study results in the next190

sections, we will also present some of the questions from the guide and the corresponding responses of the partici-
pants.
We targeted experienced software architects from industry as participants of the study. Those architects come from
different companies from Germany, Switzerland, and USA. All study participants hold at least a master’s degree or
a similar qualification in computer science or related fields, e.g. electrical engineering or physics. In total, we inter-195

viewed 17 architects from 16 different companies. The interview participants are listed in Table 1. The professional
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experience of the participants ranged from 5 to over 20 years, with an average of 13 years. All of them work as a
software architect or made significant practical experience in architectural design. For our previous paper (Schröder
et al., 2016), we interviewed software architects solely from the enterprise application domain (such as banking, lo-
gistic etc.). In this paper, we interviewed five additional software architects. Two of the newly interviewed software200

architects work in the enterprise application domain and three of them work in the automative domain. By interview-
ing additional software architects, we, firstly, aim to validate the concepts from the first interview phase and secondly,
we especially aim to investigate whether software architects from another domain - the automotive domain - consider
other concerns or perform other activities during architecture enforcement.

4.2. Data coding and analysis205

In order to analyze the interviews, we transcribed them word-by-word and then followed an inductive qualita-
tive data analysis by conducting open coding (Strauss et al., 1990). Instead of defining codes before analyzing the
interviews, we let the categories directly emerge from the data. The only restriction during the coding process was
that we explicitly focus on searching for data that may indicate enforcement concerns and activities. However, we
did not define a coding scheme beforehand in order to be open minded during the coding process. The results of the210

coding process are made available on our website1 for the interested reader. We used AtlasTi2 in order to support the
codification process. We performed the following analysis steps:

1) Summarization. In a first step, the main point of the raw data is summarized in a few words in order to raise the
abstraction level of the raw data and to generalize the data. This can be only a few words or a whole phrase if
necessary.215

2) Assigning codes. The main point is then assigned to a code. Hoda and Murugesan (2016) used a similar technique
where they first summarize the raw data into so-called key points and then assigned a code to them.

3) Grouping of concepts. Having assigned codes to the data, we continuously compared them with the codes as-
signed in this and other interview transcriptions. This is called the constant comparison method (Glaser, 1978).
Constant comparison helped us to achieve a higher level of abstraction by finding concepts. By iteratively220

applying the constant comparison method on the emerging concepts, we identify categories. Each category
encompasses a group of concepts that appear to relate to the same phenomenon.

The excerpt in Figure 2 shows two examples for the categories ”Architecture Design Principles” and ”Documenta-
tion”. The corresponding interview data, key points, and codes are also depicted. As can be seen, the data related to
the concept ”Architecture Design Principles” is labeled with the code “loose coupling”. Additionally, we found other225

phrases in the interviews that were assigned to the concepts separation of concerns, dependencies, modularization and
so on. Those concepts were finally grouped into the category “architecture design principles”, that is classified as an
enforcement concern. The brackets after a code express properties, dimensions, or other characteristics related with
it. This is depicted in the example for the concept ”Documentation”. Instead of simply assigning the code “documen-
tation” to this excerpt, we use the properties in the brackets in order to give a lead that this data is about the amount230

and the purpose of the documentation in this context.

4.3. Memoing

We also maintained theoretical notes during the analysis of the interviews, so called Memos. They contain notes
about the concept discovered during the analysis or first ideas, feelings, and impressions about some concepts. They
proved to be very helpful in discovering the enforcement goals and the connections to the respective enforcement235

activities. We took notes every time we had the impression that there might be an interesting aspect or observation. In
order to exemplify this memoing process, we show some notes we have taken for describing observations regarding
how the concepts “experiences, skills, programming habits” and “coaching” relate with each other:
The software architect provides guidance for developers regarding implementation of architectural solutions. The

1https://swk-www.informatik.uni-hamburg.de/~schroeder/Syso2017/
2http://atlasti.com/
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...this is also a very important architecture design principle: no coupling. Low coupling and no 
synchronous communication. Actually, you need to prohibit RMI in Java [...] "raw data

guideline - loose coupling, no synchronous communication, guidelines - no RMI in Javakey point

loose coupling (concern)code

"...we have a very lean documentation, because the running system is more important for us 
than the documentation. This does not mean that documentation is not important, but we 
focus on the most essential things...it should be used as a guideline, not a checklist..."

raw data

lightweight documentation, working software over documentation, guiding documentationkey point

documentation (amount), documentation (purpose)code

Architecture Design Principles

Documentation

Figure 2: Data coding example for the concepts ”Architecture Design Principles” and ”Documentation”

intensity (property) of the guidance activity depends on the individual architecture skill level in the development team240

(concept: experiences, skills, programming habits). If the development team needs to implement patterns for example
that are new to them, the architect needs to invest additional effort in his guidance activity for example by providing
architectural templates and prototypes (enforcement activity), or - if budget and time is available - teaching and
coaching the developers in dedicated workshops.

4.4. Axial Coding245

We additionally applied axial coding (Charmaz, 2014) in order to find connection between codes. This involves
documenting category properties and dimensions from the open coding process by identifying conditions, actions, and
interactions with a specific phenomenon and relating categories to subcategories. Axial coding involves the following
components:

Causal Condition: conditions that influence the central phenomenon,250

Core Category/Phenomenon: the central idea or incident about which a set of actions or interactions are directed,

Strategies: actions or interactions addressing the phenomenon,

Context: in which the phenomenon and corresponding strategies apply,

Intervening conditions: conditions that shape, facilitate or constrain the strategies,

Consequences: outcomes or result of the strategies.255

Using this coding scheme, we were able to find relationships between enforcement concerns and activities, so that we
can explain which activity is preferably conducted by the architect for a specific concern.
Figure 3 shows an example of axial coding. During enforcement, software architects aim to ensure the agreement on
design decisions. This is the core category that is considered during this axial coding example. Several activities can
be conducted by the software architect in order to reach this goal. However, the type of activity is influenced by some260

causal conditions. In this case, those are the programming habits, skills, and experiences in the development team.
When enforcing architecture patterns (context), the software architect may adjust the software architecture according
to the developers’ skill (strategy). This activity is constrained by two intervening conditions: 1) the software architect
needs to choose a pattern with which developers are familiar and 2) the pattern still needs to be appropriate for the
given functional and non-functional requirements. Applying this activity successfully results in a feasible architecture265

that can be implemented by the developers and that is accepted by them (consequences).
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Context

Intervening
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Programming Habits, 
Skills
Experiences

Enforcement of 
architecture patterns

Core Category/
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Adjust Architecture
to Skills

Consequences

Consequences

Architecture Acceptance,
Feasibility of Architecture

- Developers knowledge 
about architecture patterns

- functional, non-functional 
requirements

Figure 3: Axial coding example.

5. Literature Review on Architecture Enforcement

We conducted a literature review for finding evidence about architecture enforcement in current literature. We
investigated to which extent the codes and categories that emerged from the interviews are covered in the literature.
It is worth noting that the literature review is conducted after the interviews. However, we searched for literature270

independently from the findings of the interviews. We did not use the codes and categories from the interview results
in order to formulate the search queries for finding relevant literature. This ensures that we find as many references
as possible about architecture enforcement. During the analysis of the literature dataset, we used the codes and
categories from the interviews to label phrases in the selected publications. In this way, we investigate which codes
and categories are also covered in literature. We did not derive new codes and categories from literature, this means, all275

findings (codes and categories) emerged from the analysis of the expert interviews as we aim to investigate architecture
enforcement in practice.
Our main goal is to focus on empirical studies on enforcement concerns and activities. We adopted practices from
the systematic literature review (SLR) process as suggested by (B. Kitchenham, 2007) to make the literature search
credible, unbiased, and reproducible. The goal of the review was to find relevant literature that potentially considers280

and discusses software architect’s concerns and activities during architecture enforcement. In the following sections,
we describe the necessary steps of the review we have conducted in order to collect relevant literature, namely a)
defining the search process, b) defining inclusion and exclusion criteria, c) the data collection procedure and finally d)
the data synthesis.

5.1. Search Process285

We created a search strategy for the literature search that includes a) a search query term, b) the relevant sources
where the publications will be collected from and c) defining the parts of the publications which should be search
(title, abstract, full text etc.).
As architecture enforcement is not a common term used in software architecture literature, we needed to define this
term indirectly in the search query. For this, we used appropriate synonyms to paraphrase architecture enforcement290

or enforce (e.g. manage, force, guide, lead) and likewise the terms concern (e.g. interest, consider, worry, need, wish)
and activity (e.g. role, duty, skill, care, task). We additionally added the terms software architect and developer (and
corresponding synonyms) in order to be able to find publications that discuss or consider the relationship between the
both, as it is important for architecture enforcement. This then resulted in the following search query:
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Table 2: Defined inclusion and exclusion criteria for selecting publications. The criteria are numbered. The prefix I designates an inclusion, the
prefix E an exclusion criterion.

Inclusion/Exclusion Criteria
I1 Publication discusses the role of the software architect.
I2 Publications should define or discuss concerns and activities that could be related to

architecture enforcement.
I3 Publications must be written in English.
I4 Publications published in journals, in conferences, book chapters, magazines (also

editorials), and workshops proceedings will be included.
E1 The publication such as abstracts, position papers, short papers, tool papers, poster

summaries, keynotes, tutorial summaries, conference summaries (or introduction to
conference proceedings), workshop summaries or panel summaries are excluded,
since they do not provide a reasonable amount of information.

E2 Enforcement considered in the publication is not in the context of software architecture
(e.g. policy enforcement, enforcement of law regulations and alike)

E3 Publications full text is not available.
E4 The publication proposes a tool, e.g. for architecture conformance checking.

software architect AND (developer OR programmer OR code OR implement) AND (role OR skill OR concern OR295

interest OR consider OR worry OR task OR duty OR matter OR role OR need OR wish OR demand OR urgency
OR essential OR important OR care OR activity OR collaborate OR communicate OR guide OR teach OR coach

OR lead OR manage OR enforce OR force)

The Boolean AND operator was used to connect the search terms in order to narrow the search. The Boolean OR
operator was used to enable alternative terms and a wider range of search results. It is worth mentioning that not all300

search engines of digital libraries allow such long search queries (e.g. IEEExplore only allows 15 terms in a query).
That is why, we needed to split the query into several sub-queries. The literature is collected for each sub-query. The
datasets of the queries were compared in order to find duplicates. The datasets were then finally merged into one
dataset. To increase the likelihood of finding relevant data sources, the target of the search query was defined to be
applied to the full text and meta data. We applied the search using the query on four well-known digital libraries:305

SpringerLink, IEEExplore, the ACM Digital Library, and ScienceDirect.

5.2. Inclusion and exclusion criteria

In order to decide whether a publication should be added to the result set, the SLR method requires to explicitly
define inclusion and exclusion criteria. They are listed in Table 2. They assess the fitness of the content in each
potential relevant publication to the defined research questions. They are applied after all full texts have been retrieved.310

We decided the inclusion or exclusion of publications based on the title and the abstract. In case we were not sure
to include the publication, we added it to the data set for further investigation. In a second phase, the full text of
those publications was read carefully in more detail. If relevant information could be found (interests, activities of
the architects etc.) the publication was added to the final result data set. We include publications that discuss the
role of the software architect and that could be of particular interest in the context of architecture enforcement. Those315

publications can be empirical studies, but also experience reports from (former) software architects who provide
insights in their work and/or give suggestions for other software architects regarding their architecture work. We
also decided to include editorials into the dataset, if appropriate. They often provide valuable discussions about the
role and interests about the software architect from an experienced architect’s point of view (e.g. reports from John
Klein, Frank Buschmann, Eoin Woods, Martin Fowler in the Pragmatic Architect Series like in (Buschmann, 2009)),320

although the reported results are mostly not collected with a rigorous research method. Additionally, we are not
interested in papers that only propose a new tool. The focus of those papers is the description of new tools and the
evaluation of their effectiveness, e.g. in finding architecture violations or recovering software architectures from code.
Those publications do not discuss the role, concerns, and activities of the software architect.
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Table 3: Mapping enforcement concerns to publications containing statements that were labeled with the corresponding code.

Concern Literature
Ensuring Architecture Design Principles (McBride, 2004), (Lagerstedt, 2014), (Britto et al., 2016),

(Buschmann, 2011a), (Caracciolo et al., 2014), (Sherman and
Unkelos-Shpigel, 2014), (Sauer, 2010), (Pareto et al., 2012),
(Martini et al., 2014), (Staron and Meding, 2017), (Kruchten,
1999), (Woods, 2015)

Appropriate Use of Technology (McBride, 2004), (Caracciolo et al., 2014), (Buschmann, 2010),
(Gokyer et al., 2008)

Aligning with Pattern Characteristics (Sherman and Hadar, 2015), (Britto et al., 2016), (Martini et al.,
2014), (Woods, 2015)

Visibility of Domain Concepts in Code (Buschmann and Henney, 2010), (Buschmann, 2012)
Visibility of Architecture in Code (Buschmann and Henney, 2010)
Code Comprehensibility (Unphon and Dittrich, 2010), (Caracciolo et al., 2014)
Differentiate between Macro and Micro
Architecture Decisions

(McBride, 2004), (Christensen et al., 2009), (Clerc et al., 2007)

Adhere to Standards (Berenbach, 2008), (Groene et al., 2010), (Gokyer et al., 2008)
Ensuring Runtime Quality (Caracciolo et al., 2014)

5.3. Snowballing325

In order to not miss important publications, we performed Snowballing afterwards. We followed the suggestion
of (Wohlin, 2014) to apply backward and forward snowballing to increase the likelihood of finding more relevant
publications. Snowballing is an iterative method that aims to harvest the references of a paper from the initial result
set. Backward Snowballing collects the publications referenced in the reference list of the respective paper. Forward
Snowballing identifies relevant papers based on the papers citing the paper that is currently investigated. All papers330

from the result set of the first stage are investigated in this way. Potential references are eventually added into the final
result data set if they fulfill the defined inclusion criteria (see Section 5.2).

5.4. Data collection, synthesis, and analysis

In order to collect the necessary information about architecture enforcement concerns and activities, we applied
deductive coding on the publications. We used the categories regarding concerns and activities that resulted from the335

interviews as the coding scheme. As a supportive tool we used AtlasTi, the same tool that was used for analyzing the
interviews. Words, sentences, or paraphrases in the publications that can be related with one or more of the concerns
and activities are labeled with a code that is named after them.
As an example, the following statement was mapped to the activity Adjust Architecture to Developers’ Knowledge,
Skills, And Experience: ”The smartest design is basically useless if the development team lacks the skills to implement340

it properly. Pragmatic architects therefore take explicit care that they design to skill. From all potential alternatives
to resolving a specific aspect or concern, they choose the option with which the development team feels most hab-
itable and familiar” (Buschmann, 2011c). After analyzing all the selected publications in this way, we mapped the
concerns and activities to the publications that mention the respective aspect. The results are shown in Table 3 for
the enforcement concerns and in Table 4 for the enforcement activities, respectively. Having this information, our345

interview results are compared with the findings from literature. This gives an impression to what extent the concerns
and activities discovered from the interviews are covered in current literature and which evidence is missing there.

6. RQ1: Architecture Enforcement Concerns

In this section, we are going to present the enforcement concerns we discovered from the transcribed interviews.
During the analysis of the interview data, we discovered that the concerns can be divided into two categories, namely350

Design Decision and Implementation Quality as can be seen in Figure 4. The category Design Decisions corresponds
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Table 4: Mapping enforcement activities to publications containing statements that were labeled with the corresponding code.

Activity Literature
Modeling Architecture For Developers (Unphon and Dittrich, 2010), (Antonino et al., 2016), (Tamburri

et al., 2016), (Caracciolo et al., 2014), (Martini et al., 2014),
(Buschmann, 2012)

Gathering Feedback (McBride, 2004), (Kruchten, 2008), (Christensen et al., 2009),
(Klein, 2005), (Erder and Pureur, 2016), (Galster et al., 2016),
(Sherman and Unkelos-Shpigel, 2014), (Martini et al., 2014),
(Kruchten, 1999), (Faber, 2010)

Revising the Architecture (Unphon and Dittrich, 2010), (Faber, 2010)
Correlate Architecture and Code -
Code Generation and/or Architectural
Skeletons

(Berenbach, 2008), (Christensen and Hansen, 2010), (Britto
et al., 2016), (Erder and Pureur, 2016), (Caracciolo et al., 2014),
(Faber, 2010), (Woods, 2015), (Buschmann, 2012)

Adjust Architecture to Developers’ Skills (Kruchten, 2008), (Klein, 2016), (Tamburri et al., 2016), (Sauer,
2010), (Buschmann, 2011d)

Code Review (Sherman and Hadar, 2015), (Berenbach, 2008), (Kruchten,
2008), (Unphon and Dittrich, 2010), (Britto et al., 2016), (Chris-
tensen et al., 2009), (Tamburri et al., 2016), (Martini et al., 2014),
(Kruchten, 1999)

Repository Mining (Unphon and Dittrich, 2010)
Model-Code-Comparison -
Automatic Validation of Architecture
Rules

(Unphon and Dittrich, 2010), (Lagerstedt, 2014), (Caracciolo
et al., 2014), (Martini et al., 2014)

Traceability (Antonino et al., 2016)
Testing (Berenbach, 2008), (Paulisch and Zimmerer, 2010), (Erder

and Pureur, 2016), (Sauer, 2010), (Martini et al., 2014),
(Buschmann, 2011d), (Buschmann, 2011b)

to the most important decisions that architects consider during architecture enforcement. The category Implementation
Quality encompasses all those concerns that an architect has regarding the correct implementation of those architecture
design decisions. Figure 4 shows how the investigated concerns are mapped to their respective category. The concerns
will be explained in more detail in the following sections. Each concern is supported with some examples that were355

mentioned by the participants during the interviews. Additionally, it is shown which concern is mentioned by whom.
We structure the results as follows: We first describe the observations made in the interviews and then compare them
with findings from literature. Many of the concerns are known from literature, but they were not yet related with
architecture enforcement.

6.1. Aligning with Pattern Characteristics360

Interviews: Participants mentioned that they aim to ensure that important pattern rules are followed in the imple-
mentation. They explicitly differentiate between architecture patterns on a higher level and design patterns on code
level. Design patterns are actually not checked, except they are crucial for specific non-functional requirements. That
is why, they sometimes validate which design patterns are implemented and if they fit in the specific context: ”which
design patterns are used and in which context. Are they only used just because I have seen it in a book or because I365

wanted to try it or is it really reasonable at this place...” (code: pattern suitability, Participant C).
The Layer and the Model-View-Controller pattern (Fowler, 2002) where mentioned regularly in the interviews as im-
portant patterns that need to be controlled during implementation. Regarding the layer pattern, dependency violations
often occur and need to be controlled: ...”when we decided for a layer architecture we took care that the layering is
ensured...” or ...”that I only have the defined relations between the layers”.370
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Figure 4: Discovered enforcement concerns, examples mentioned in interviews and corresponding participants who mentioned the concern.

Literature: As stated by (McBride, 2007), the software architect needs to continuously enforce the correct imple-
mentation of patterns and needs to able to explain them to other architects and developers. In contrast to our interview
results, we found no evidence about on which aspects of a pattern, e.g. allowed relationships between components or
pattern rules, the architect should especially focus on.375

6.2. Ensuring Architecture Design Principles

Interviews: Software architects especially focus on architecture design principles, such as modularization, separa-
tion of concerns, or loose coupling: ”[the system] is composed of very loosely coupled modules that only communicate
asynchronously [...] this is also a very important architecture principle: loose coupling...” (codes: loose coupling,
modularization; Participant L). Experts also aim to control the dependencies between components, so complex struc-380

tures and high coupling are minimized or even avoided. Participant H especially stated that developers tend to create
monolithic structures that are hard to maintain and deploy.

Literature: As can be seen in Table 3, architecture design principles are also considered an important concern
in literature. For example, (Caracciolo et al., 2014) investigated in their study, that architects mostly care about385

minimized dependencies between modules and are considered as “the main characteristic of a software architecture”.
The same point can be found in (Sauer, 2010) (“ avoidance of type interdependencies”). He additionally recommends
- based on results from several case studies - that architects should strongly care about principles like information
hiding, loose coupling, strong cohesion, design by contract and the open closed principle.

6.3. Differentiating between Macro and Micro Architecture Decisions390

Interviews: The interviewed participants differentiate between two abstraction levels on which architecture deci-
sions can be made. We call them macro architecture and micro architecture decisions. Some participants also used
other terms like strategic or global (i.e. macro) and tactical or local (i.e. micro). This distinction is used in order
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keep the focus on the most important decisions - that are related with the macro level - and to delegate decision with
local impact to developers. The participants define the macro architecture as the general idea or ”philosophy”, the395

”spirit”, the ”big picture” or metaphor of a system with its most critical architecture decisions). This may encompass
the fundamental architectural style, structures, data stores, or communication style: ”...it is important how you regard
it. For me there are basically two views about how software is built. First you have the global view [...] There I decide
how I design my software, for example using Domain Oriented Design or SOA.” (code: two different views of archi-
tecture, Participant D) or ”...then we have the micro architecture, this is the architecture within each team. A team can400

decide for its own component for which it is responsible which libraries it wants to use.” (code: two different views
of architecture, macro architecture, micro architecture; Participant K). The interviewed participants report that they
basically focus on the macro level of software architecture and consider the micro level as developers’ responsibility.

Literature: Christensen et al. (2009) describes two separate views as “architecture in the small” and “architecture405

in the large” that could be related to both views mentioned by the interview participants. By “architecture in the small”
the authors mean aspects that are related to architectural details more close to the implementation. The other view
concerns the big picture of the architecture and the quality attributes that drive the architectural design. We found two
other publications that use some kind of distinction between different levels of architecture abstraction in the context
of architecture enforcement. For example, McBride uses the terms “strategic” and “tactical” in order to differentiate410

between different level of abstractions (McBride, 2004). He uses this metaphor in order to describe how the architect
can manage complexity in the architecting process. By strategic he means “approaches that are high level, broad brush
techniques used by architects to master complexity across all audiences.” On a tactical level there are approaches that
“address those techniques the architect employs at a lower level of detail, typically with those who construct or use
the system.”415

However, we did not find any evidence about this distinction in the context of architecture enforcement. In Section 9
we provide a detailed discussion about how the differentiation between macro and micro architecture helps to focus
on the most important aspects during enforcement.

6.4. Adhering to Standards
Interviews: In some domains, which involve high risks regarding criticality and safety, the adherence to stan-420

dards guarantees the achievement of quality requirements and mitigate risks. For example, software development in
the automotive domain uses standards for software architecture design (e.g. AUTOSAR3). Some standards addition-
ally specify levels, where each level add rules for the design and implementation of software. For example, the ISO
26262 (ISO, 2011) has an Automotive Safety Integrity Level, which specifies the degree of safety. Software architects
need to select suitable standards and levels, and make sure that developers adhere to the rules defined by standards425

during their implementation. One of our interview participants mentioned ”Safety standards are important (...) Not
adherence to standards can threaten the life of people”. Moreover, architects are concerned with adherence to code
quality standards (e.g. Misra C4). This makes it easier for architects to guarantee good code quality with less effort,
because code quality standards could be checked using tools.

430

Literature: Clerc et al. (2007) report that all products developed at SAP need to adhere to a defined product
quality standard. For this, SAP has defined standards that are each classified according to quality topics such as
performance, scalability, security, or maintainability. The software architect is responsible for taking all those quality
requirements in account and needs to validate them against those standards during the code review.

6.5. Appropriate Use of Technology435

Interviews: Some participants mentioned that developers often tend to use a lot of tools and technologies that
are not necessary: ”...aim for technologies is the biggest problem. And if you like to use those frameworks because
they are providing advanced functionalities, but you cannot control those functionalities if you do not have enough
experiences with it...” (code: aim for technologies, Participant J). Due to their complex functionalities and numerous

3https://www.autosar.org/
4https://www.misra.org.uk/
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ways to be used, it is necessary that software architects also control the way how developers apply a specific technol-440

ogy, since inappropriate use can potentially violate the conceptual integrity and consequently can cause architecture
erosion.

Literature: Buschmann (2010) uses the term technology addiction and defines it as ”the use of technology as an
end and not a means”. By this, he means that software architects may choose inappropriate technologies or overuse445

technologies only because they prefer a specific one. Buschmann states that this is a problem caused by architects. In
contrast to Buschmann, architects mentioned in the interviews that this is primarily a problem induced by developers
who do not follow the prescribed rules regarding technology.

6.6. Visibility of Domain Concepts in Code

Interviews: Domain concepts relevant for a specific application domain should be explicitly mapped to source450

code elements as mentioned by the participants. That is why, they aim to use terms for code elements derived from
concepts from the application domain: ”...I like to be guided by the domain instead of using technical terms [...] both
can work, but from my experience using domain oriented terms is easier to understand...” (code: domain oriented
terminology, Participant J). This has several advantages during the development. Firstly, it helps to talk with domain
experts about the software design. Secondly, architects and developers can more easily locate the relevant code loca-455

tions that needs to be change in case that requirements evolve. Another architect emphasized that it ”should be clear
which part of the source implements which functionality” (Participant D), another favored that ”the source code is
separated in terms of domains” (Participant C).

Literature: In Buschmann and Henney (2010) five important consideration are described that should drive the460

software design in order to make it elegant and effective and consequently more sustainable. There, they describe and
define the term ”visibility” closely related with this concern we found in the interviews. It is defined as ”the directness
and expressiveness of the artifacts that describe and make up software architectures”. This means that architects are
responsible to pay attention to important domain concepts and that they are explicitly mapped in their architecture.
For example, in order to implement the concept of an ISBN (International Standard Book Number) an explicit class465

should be used. Instead of simply using the primitive integer data type or a String, this allows to enforce concept
specific rules and contracts and making them explicit.

6.7. Visibility of Architecture in Code

Interviews: Similar to domain concepts, concepts related to software architecture should also be made explicit
in the code, e.g. by naming code elements after pattern concepts: ”...therefore it is important that the architecture is470

recognizable in source code. This is absolutely essential for the structure of the project.” (code: making architecture
visible in the code, Participant J). It additionally helps the architect to locate architecture decisions in code in order to
validate their corresponding implementation.

Literature: This concern can be related with the consideration ”visibility” described in Buschmann and Hen-475

ney (2010). However, we could not find any study that reports about this concern and how important it is during
architecture enforcement. Nevertheless, we are aware that other authors know and care about this problem. For exam-
ple, Fairbanks describes that there is a gap between architectural models and the source code (Fairbanks and Garlan,
2010). This gap is characterized by the different abstraction levels of both and the different vocabularies they use.
The source code acts on the level of packages, classes, functions, and variables, whereas the architecture is described480

using modules, components, connectors, or ports. As the source code is not able to express those high level concepts
of the software architecture, it is cannot be directly expressed in the code. That is why, Fairbanks emphasizes that the
architecture should be as visible as possible using the means provided by the programming language.

6.8. Code Comprehensibility

Interviews: Inconsistent use of naming conventions and coding styles decreases code comprehensibility. Par-485

ticipants mentioned that incomprehensible code significantly contributes to architecture erosion. If the code cannot
be understood by other developers, this may lead more likely to architectural violations: ”if you strictly follow this
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approach then you have very readable code. From my experience, readable code tends to be more stable. This means,
it is easier to implement code that is conform to the architecture and does not have any [architecture] violations...”
(code: code comprehensibility, code comprehensibility supports architecture conformance; Participant J).490

Literature: Evidence about this concern related architecture enforcement was only found in (Caracciolo et al.,
2014) and (Unphon and Dittrich, 2010). In the latter, it is reported that architects are aware to enforce a good naming
of classes, methods, or interfaces so that it helps developers to understand the corresponding concept behind a spe-
cific code element. Caracciolo et al. (2014) found that architects define and enforce specific naming conventions to495

guarantee code quality.

6.9. Ensuring and Verifying Runtime Quality

Interviews: Interviewed participants mentioned that they are concerned with architecture significant requirements
(ASRs) related with security, performance, and scalability. That is why, they aim to ensure that there are no ASR-
violating code statements in the implementation: ”then you investigate the code and validate if it fulfills the ASRs.500

[...] if elements from the domain model, such as orders or credit card information, are stored in a cookie, then this
is a violation obviously regarding the decision ”Data-based or Server Session State”. This has highest priority and
needs to be repaired immediately.” (codes: ASR violating code structures, practice - checking ASRs; Participant A).

Literature: The study of Caracciolo et al. (2014) also shows that software architects actually are concerned about505

quality attributes and about enforcing them. They investigated which quality attributes are considered most important
and how they are enforced by the architects in practice. This results in a concrete list of prioritized quality attributes
and corresponding measures.

7. RQ2: Architecture Enforcement Activities

In the following, we present the results of the second research question by asking the open-ended question ”How510

do you ensure that your architecture and your concerns are implemented as intended? Do you follow any strategies?”
and others. The result is a collection enforcement activities as depicted in Figure 5. We categorized the activities
according to the enforcement goals Ensure the agreement on design decisions with stakeholders (abbreviated as Ensure
agreement) and Check the conformance between implementation and design decisions (abbreviated as Conformance
Checking). In the following, we present each enforcement activity category and the corresponding activities and515

support them with statements from the interviews.

7.1. Achieving Mutual Understanding of the Architecture

We define this category as the activity that aims to achieve the coherence about the concepts of the software
architecture in the development team. The software architecture is kept in the mind of the developers and the architects.
All of them should have the same understanding and picture about the architecture and its underlying decisions: ”a520

common picture - keyword modeling - is very important here, to have a starting point and to have it started in the
same direction” (code: common understanding of architecture, using models for comprehension, Participant B). If
a shared understanding is missing in the team, it is more likely that the architecture is (unintentionally) violated by
developers.
Developers should also have a common understanding about the prescribed architecture, its rationale and its goals that525

have to be achieved with it: ”skilled people do automatically know how they implement code that is conform to the
architecture, because they know, why it should be like that. Then - without help - developers have the architecture in
their mind and recognize if architectural goals are fulfilled or not.” (codes: architecture awareness, personal quality;
Participant B). The risk of introducing architecture violations increases when developers are not aware of architecture
goals.530
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Figure 5: The mapping of the identified categories of enforcement activities to the respective enforcement goal.

7.1.1. Modeling Software Architecture For Developers
Interviews: Architecture models greatly help to achieve a common understanding about the architecture. This ac-

tivity entails two steps: a) selecting an appropriate modeling notation (formal to informal) for describing the software
architecture and b) the actual modeling of the software architecture. Visualizing software architecture with models is
a common activity performed by software architects in order to achieve a mutual understanding and should be consid-535

ered as an integral part of enforcement. The modeling notation may be formal or informal. For example, participant
B utilizes diagrams from the Unified Modeling Language (UML) (Rumbaugh et al., 2004) in order to explain how
systems should exchange messages with each other: ”...the most important diagrams are activity diagrams and se-
quence diagrams. If developers asked us how it should be implemented, we used the diagrams in order to explain them
the specification and make them understand the planned architecture...”. Participant L uses a more formal modeling540

language - Fundamental Modeling Concept (Knöpfel et al., 2005) - in order to support the architecture understanding
process. He emphasizes that models are important for adequately communicating and discussing with each other
about an architectural design. He argues, that it is crucial to have a picture about the planned software system that
everybody in the team can understand. This can only be supported by using proper visualizations: ”...the developer
needs something that is written down in terms of visual models he can work with. Something that explicitly shows545

the most important components and processes...” (code: models and visualizations). Moreover, he reported that hu-
man communication without supportive visualizations embeds ambiguous interpretations. Therefore he prefers to use
models to resolve those ambiguities.
Some participants state that informal whiteboard drawings are the most effective and appropriate way to visualize
the current architecture, since those drawings are commonly kept in the developers’ office and are therefore always550

present: ”...it is more important that the picture [about the architecture] is kept on a whiteboard in the development
team’s office, so that the architecture is kept in their sight...” (codes: whiteboard drawings, shared understanding,
documentation(type), Participant E).

Literature: Unphon and Dittrich (2010) reports that architects often use informal drawings like boxes-and-arrows555

or UML-like diagrams for visualizing and explaining the overall architecture and in order to ensure that developers
have an understanding about the architecture. Caracciolo et al. (2014) also observed that architects sometimes use
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more detailed activity diagrams for modeling an message exchange protocol. In the other publications we have found
the use of models and visualizations is also promoted, however they do not describe how models are used and which
types of architecture models are important for architecture enforcement.560

7.2. Ensure Feasibility of the Architecture

The software architect needs to make sure that the developers are able to realize the software architecture by en-
suring its feasibility. By doing this, he reduces the risk that the developers might not accept the software architecture
as it was designed by the software architect. The architect should always be ”... anxious for getting the architecture
accepted by the developers and that they [the developers] want to implement it this way.” (codes: encourage accep-565

tance of developers for architecture, willingness; Participant B). In the following sections, we present three activities
that help to ensure the feasibility of architecture.

7.2.1. Gathering Feedback
Interviews: The interviewed participants aim for regular discussion with the development team, especially in

order to address crucial architectural violations or to get feedback from the team regarding the current architecture570

design. To make this possible, the architect has to be available for feedback as developers might not agree with the
architecture solution or the design does not fit the current requirements anymore: ”...we had regular meetings with
the developers and showed the developers where deficiencies in the architecture are and where rules were violated.”
(code: discussion of violation, Participant E).

575

Literature: As can be seen in Table 4, gathering feedback is also considered an important activity. For exam-
ple, Klein stated that it is important for the architect “to develop a relationship with the development team that will
encourage the developers to include the architect in discussions and decisions.” (Klein, 2005). Faber additionally em-
phasized that it is crucial to not dominate the developers in this process and eventually accept architecture deviations
if developers can justify them (Faber, 2010); a finding that we can also confirm.580

7.2.2. Revising the Architecture
Interviews: Participants reported that a software architect needs to be open for potential revisions on the current

architecture design. If an architectural solution is too complex to be implemented, the software architect needs to
find another solution suitable for the given requirements and simple enough so that it can be implemented by the
developers: ”...for example they [the programmers] said that it was not possible to do it differently, because this and585

that was too complicated, so that we adapted the architecture rules in consequence and said it has to be different here
actually, but otherwise it is too complicated.” (code: solution too complicated, revise architecture, Participant E).

Literature: We found two publications that implicitly mention this activity (see Table 4). Unphon and Dit-
trich (2010) use the term “walking architecture” to describe a role mainly responsible for maintaining and “realizing590

changes in the architecture” if necessary.

7.2.3. Adjust Architecture to Developers’ Skills
Interviews: The software architect should choose architectural solutions (e.g. patterns, technologies) based on

the individual skills and experiences in the development team in order to get the solutions accepted. In this way, he
can ensure that developers are more familiar with the concepts and to reduce the risk of architecture violations.595

Literature: Klein considered this activity especially important in the initial designer role of the software architect
(Klein, 2016). According to Klein, the architect must consider how the architecture should be implemented. This
strictly requires to assess the team’s skills and experience and consequently adapt the design correspondingly to those
skills and experiences. This supports the developers to appropriately implement the architecture and stick to the600

conceptual integrity of the system.
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7.3. Providing Implementation Templates for Software Architecture

Architecture design decisions should be implemented in a uniform way by every developer. The developer’s
skill and experiences, e.g. from previous projects, and his programming habits influence to a great extent how he
implements architectural design decisions. Due to his habits, he can potentially violate those decisions: ”...leaving it to605

the developers is not suitable since every developer has a different background and experiences. When I just tell them
that they should start with programming, then this leads to chaos...” (code: programming habits and experience of
developers; Participant L). That is why, the software architect is responsible to provide guidance in the implementation
of the decisions. We found several activities that were conducted by software architects to address this aspect.

7.3.1. Architectural Skeletons and Code Generation610

Interviews: In case that architectural concepts are new to developers and the architecture cannot be appropriately
adjusted to the team structure, the architect is responsible for coaching and supporting developers adequately. The
coaching phase is conducted until all team members are able to implement an architectural solutions. The architect
can provide skeletons (or architectural templates) in order to support the coaching process. Using code skeletons they
guide how a specific decision has to be implemented or a specific technology has to be used. Architectural skeletons615

provide a reference for the developers during the implementation: ”...you build something as an example and present
it to the developers...” (code: architectural templates, Participant A). Those templates need to be built precisely and
carefully according to architecture design decisions and state-of-the-art best practices, as emphasized by participant
A. Otherwise developers could unintentionally violate underlying decisions. Another way to provide guidance is to
generate those templates via code generation. The skeleton code contains the main structure for a single component620

and the glue code for connecting the component with another one. Developers are forced to stay within the bound-
aries of the generated code and are not allowed to break the generated code, otherwise important decisions cannot be
guaranteed anymore: ”...and then using xslt transformation a skeleton is generated from the xml that is given to the
developer and we generate skeletons for the test team. The developer is enforced to work with this skeleton.” (code:
code generation, Participant H).625

Literature: The use of architectural skeletons, templates, or prototypes seems to be a common and accepted
method to explain and exemplify the software architecture, as suggested in (Berenbach, 2008), (Christensen and
Hansen, 2010), or (Faber, 2010). Caracciolo et al. (2014) also found that some architects use code generation to
simplify the creation of modules.630

7.4. Awareness of Architecture in Code

Developers should be aware of when they change code that implements important architecture design decisions.
It is the software architect’s responsibility to show the developers what are the most crucial code parts regarding
architecture design decisions: ”...we showed the developers where [in the code] the architecture rules are actually
violated...” (Participant E).635

7.4.1. Correlate Architecture and Code
Interviews: Software developers should be aware whether they are changing architecture-related code. Architecture-

related code may be a code part that is responsible for an architecture pattern or tactic implementation. Those parts are
significant as they address important quality attributes. In case that architecture violations occur in this specific code
part, those quality attributes cannot be guaranteed anymore. That is why, participants emphasized that it is important640

to clearly describe how architecture and the related concepts are implemented. By doing this, the implementation
of architectural solutions can be located easier. For example, participant A stated that the layer pattern should be
clearly mapped onto the package structure. Additionally, classes participating in an architecture pattern implemen-
tation should clearly be named after the pattern role. This activity is strongly related with the concern ”Visibility of
Architecture in Code” described in Section 6. This was also favored by Participant J who stated that ”...developers645

are able to orientate themselves easier in the code...”.

Literature: We are aware that some approaches exist allowing to increase the visibility of software architecture
in the code. However, those were not found during the literature search. This may be a result of our defined inclusion
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and exclusion criteria. Nevertheless, some of those approaches should be mentioned here: The architecturally-evident650

coding style is a predominant method to make architecture explicit in the code (Fairbanks and Garlan, 2010). Simon
Brown developed a framework - called Structurizr5 - helping to make architecture concepts like components or con-
tainers explicit in source code. ArchJava (Aldrich et al., 2002) aims for bridging the gap between architecture and
implementation embedding a formal architecture specification into Java source code using additional language ele-
ments that represent components and connectors. Those elements allow to enforce communication integrity (Aldrich655

et al., 2002). However, we did not find any evidence in the dataset collected during literature search whether this
technique is applied by software architects in order to enforce the software architecture.

7.5. Assessing the Decisions’ Implementation after the fact

During the interviews we asked all participants the following question: ”What are the specific steps you perform
when you inspect the source code in order to assess the implementation of the architecture decisions?”. This results660

in a list of categories describing common methods and activities for assessing the decisions’ implementation.

7.5.1. Code Review
Interviews: In order to assess the implementation according to architecture design decisions, the interviewed par-

ticipants mostly rely on manual code reviews. One architect stated that this activity ”is similar to the comprehension
process of a developer who is new in the team and tries to understand how the software system works. But developers665

and architects have different goals during this process each. The developer mainly wants to implement new features,
while the architect wants to check architecture conformance” (participant C). During this activity they use their men-
tal model about the software system as the guideline: ”...a picture about if the components are appropriate, if the
modules are implemented according to how it was intended...” (Code: expectation about intended design, Participant
C). In this process, software architects often ask questions about the observed software systems that entail exploration670

and navigation, such as who implemented this component and where a specific feature, architectural pattern, design
pattern, technology is implemented or used. It is then evaluated informally if an implementation roughly represents
this mental model. During this process, code analysis tools can be used as a source of information: ”...what you can
do is, you run a code analysis tool and then you are looking at the spots that are interesting...” (code: finding hot
spots, results from code analysis tools as first impression, Participant K). Using analysis tools showed to be quit used675

to verify the adherence to standards (e.g. MISRA C). It should be noted that not all interview participants conduct
code reviews on a regular basis or are not involved in code reviews due to other duties in the project. Moreover, code
reviews are costly activities. Nevertheless, most of the participants emphasized the importance to be informed about
the current state of the source code which is achieved by code reviews.

680

Literature: Code review is a valuable method in order to manually evaluate software quality (Baker, 1997).
Basically, there are two categories of code reviews: inspections (Fagan, 1999) and modern code reviews (Bacchelli
and Bird, 2013; Kollanus and Koskinen, 2009). In literature, it is commonly accepted that the architect should also
participate in code reviews in order to assess the implementation of his architecture design as suggested in (Britto
et al., 2016), (Christensen et al., 2009), or (Martini et al., 2014). Further references can be found in Table 4.685

7.5.2. Repository Mining
Interviews: Repositories and review systems, such as Gerrit6, provide useful information about which changes

are made on the software system. One participant mentioned that he uses a review system in order to assess the im-
plementation step by step by reviewing single commits or pull requests of developers. He hereby especially focuses
on architectural issues. Using history information, he can easily investigate what type of changes were conducted on a690

set of classes and especially who did the change. Moreover, introduced architectural violations can be traced back to
their emergence. The steps of the implementation can be reproduced and rationale about specific code-level decisions
can be reconstructed.

5https://structurizr.com/
6https://www.gerritcodereview.com/
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If the architect knows about the individual skills in a team, he can focus source code inspections on changes by de-
velopers that have less skills, are inexperienced, or are new to a project: ”...you know basically who works on which695

parts, this means if I know from experience that I have to have a closer look on what he or she has created then
it is possible that I have to inspect each class [...] because he or she can create an unusual solution on the most
unobtrusive parts” (code: focused inspection based on individual skills of developer, Participant C).

Literature: Repository mining is a well-known technique in software evolution research (Thomas et al., 2014).700

For example, it is used to detect hidden dependencies between modules by evaluating so-called change coupling (Gall
et al., 1998). There are several approaches that investigate developer collaboration networks in open source systems,
e.g., to find experts and recommend them for code reviews automatically (Thongtanunam et al., 2015). (Unphon and
Dittrich, 2010) reports that, where the software architect reviews single commits and the corresponding changes made
by the developers. Those changes are then discussed during code reviews. However, we did not find any evidence705

about how software architects exploit the individual skills of the developers in order to focus the assessment of the
decisions’ implementation.

7.5.3. Model-Code-Comparison
Interviews: We asked the participants to which extent architecture documentation and models are used in as-

sessments. Some experts (B, I, J, L) use documented diagrams and models for conformance validation between the710

implemented software system and the architecture. UML class diagrams, sequence diagrams or component diagrams
are commonly used. The participants compare those diagrams with models that are automatically extracted from
the underlying implementation. The comparison is, however, performed manually. A possible evaluation scenario
includes the validation of the message exchange between components and if it conforms to the prescribed behavior
given by the documented UML sequence diagram.715

Literature: There are a lot of approaches allowing the recovery and reconstruction of software architecture
(Ducasse and Pollet, 2009). For example, they are able to discover class diagrams, find components/modules or
even reconstruct sequence diagrams using static and/or dynamic analysis (Lungu et al., 2014). These approaches
can be used to manually compare the implemented architecture with the intended architecture. However, regarding720

its application in practice and in the context of enforcement in particular, we did not find any publications reporting
about how software architects use this technique or which support they require in this activity to efficiently perform
architecture enforcement.

7.5.4. Automatic Validation of Architectural Rules
Interviews: We also asked architects to which degree they formalize architectural aspects in order to allow a725

formal validation of a software architecture. We found that participants rarely formalize architectural rules. Some of
them formalize the layer pattern and validate if implemented layer dependencies adhere to the prescribed ones. For
this, they use tools such as Sonargraph: ”...actually, automated validation of the macro architecture is conducted with
the Sonargraph tool. This is about checking the defined relationships between layers and slices.” (codes: ensuring
macro architecture, automatically validate layer pattern; Participant J). Some participants also mentioned that they730

formalize rules on a lower level of abstractions. For example, thresholds for complexity metrics amongst others are
validated automatically with code quality tools like Sonarqube or Checkstyle. It is worth mentioning that not all ar-
chitects relate those low-level rules to architecture, but rather to a good programming style. However, some architects
aim to be responsible for both: ”...in the strict sense, this is not really architecture, but I think it is better to manage it
together [architecture and coding rules] ... the naming convention was given by us [the architecture team]. This is not735

really architecture, rather programming guidelines, but I think they belong together.” (codes: restricting complexity
metrics, naming conventions; Participant E).

Literature: Lagerstedt (2014) reports on his experiences as a software architect. He used automated tests to verify
rules and guidelines related to non-functional requirements, e.g. in order to ensure that important dependency rules are740

not violated. Caracciolo et al. (2014) also reported that not only dependency constraints are validated automatically,
but also more low-level constraints that concern the coding style or naming conventions.
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7.5.5. Verifying Traceability Links
Interviews: To verify the implementation of design decisions, software architects ask developers to ensure update-

to-date traceability links between software architecture design decisions and their implementation. To achieve this,745

architects and developers use traceability tools (e.g. Reqtify7) to link architecture significant requirements and their
corresponding implementation modules. The tools have the ability to parse several documents, and link sentences
from different documents to create a traceability tree. In projects that involve different industrial partners, traceabil-
ity becomes very important, because possible failure and their consequences could be traced and legally proofed.
For example, manufacturing of cars involve many different industry partners, each being responsible for one or more750

components. In case of a problem at a certain component, problems are traced and the responsible partner is identified.

Literature: Antonino et al. (2016) report about challenges and recurring problems of software architecture design
in the embedded system domain. There, embedded architects normally lack knowledge about software architecture
design, related practices and principles. They emphasize that maintaining traceability between different artifacts is755

of paramount importance in this domain. However, they observed that ”embedded- software architects neglect the
fundamental traceability that should exist between the architecture drivers and architecture design” (Antonino et al.,
2016).
We did not find further evidence in the publications about traceability in the context of enforcement and how software
architects actually use traceability in the enforcement process. However, we are aware of some traceability approaches760

that establish traceability links between architecture and code. Those approaches intent to help developers to under-
stand the architecture design and its corresponding implementation. Approaches that establish traceability aim to sup-
port identifying the correct links between architecture and implementation artefacts and to ensure consistency between
them. For example, in order to control erosion of architecture decisions’ implementation, the approach proposed by
Mirakhorli and Cleland-Huang (2016) allows tracing architectural tactics (Bass et al., 2012) to architecture-relevant765

pieces of code and warns the developer if he changes code of this significant part. Buchgeher and Weinreich (2011)
proposes an event-driven traceability approach of that establishes traceability links while developers implement a
certain design decision.

7.5.6. Testing
Interviews: Software architects use tests in order to ensure functional and non-functional requirements. They770

aim to ensure enforcement concerns using appropriate tests . Participants aim for a high test coverage in order to help
to discover architectural violations: ”...in case there are only a few tests, then it is likely that people do not build it
correctly. This leads to incomprehensible code and consequently to architectural violations.” (test coverage supports
architecture conformance, Participant J).

775

Literature: Sherman and Hadar (2015) investigated the role of software architects in practice. In their study, they
observed that software architects also use tests to document and illustrate the architecture design. Lagerstedt (2014)
reports his experiences about his work as an architect. He uses automated tests in order to verify non-functional re-
quirements and emphasizes the importance of automated tests with fast feedback. He also applies this technique as an
integral part of his architecture work. Buschmann (2011d) proposes that the architect is responsible for ensuring that780

component contracts should have a corresponding unit test in order to be able to validate the component’s behavior.

8. RQ3: Connecting Enforcement Concerns and Activities

In the last two sections we considered enforcement concerns and activities separately. However, we observed
connections between those two in the interview data. This means that software architects prefer specific activities
for corresponding concerns. For example, static analysis tools are preferably used in code reviews (the activtiy)785

for evaluating code comprehensibility (the concern) by assessing the adherence to naming conventions. Figure 6
illustrates those relationships. They are labeled with roman numerals. In the following, we describe the relationships
between concerns and activities and support them with corresponding data from the interviews. For each description

7http://www.claytex.com/products/reqtify/
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Figure 6: Relationships between Enforcement Concerns and Activities.

we refer to the link by using the corresponding roman numeral. We again distinguish the two categories of enforcement
concerns Design Decisions and Implementation Quality.790

8.1. Design Decisions

(I) Understanding Design Decisions. Architects apply architecture modeling in order to visualize and explain the
main components or patterns to make the developers understand the architecture and increase the shared under-
standing about the architecture in the development team: “...models are very important, because humans need
something visual, something that can be looked at and that can be understood. Everybody has the same picture795

in their head, because the same picture lies in front of them on the table. [...] We created a big picture about
how the server is composed of components and layers...” (participant B).

(II) Ensuring the feasibility of Design Decisions’ Implementation. The software architect needs to ensure that de-
velopers are able and are willing to implement an architecture decision by gathering feedback on the decisions,
revising them, or by adjusting the decisions according to the developers’ skills. For example, the software ar-800

chitect may choose specific patterns that are well-known by the developers in order to increase the architecture
acceptance: “...talking with the developers and examining which reference architectures do they know, do they
know the layer architecture or more complex patterns [...] then you take this pattern and try to apply it. This
works very well, because the developers feel more comfortable [...] and if you find any violations then they will
rather accept them and repair them. Because, they accept this architecture and they want to preserve it. This is805

much more crucial than having a complex architectural design...” (participant J).

(III) Validating Design Decisions. As described in Section 7, software architects use several methods in order to
validate the decisions’ implementation. However, they choose a specific method that depends on the type of
decision they aim to validate. Architects may use architecture analysis tools like Sotograph in order to evaluate if
the layer pattern is implemented correctly: ”...I validated the layer model with the architecture visualization tool810

- the Sotograph - with this you can perfectly create the layer architecture, in the code we explicitly labeled the
layers using a specific naming convention so that it can be directly mapped to the Sotograph. The tool showed us
the different violations...” (participant E). However, regarding other macro architecture decisions that cannot be
easily checked with tools, like for example the architecture design principle “separation of concerns”, architects
conduct manual code reviews: ”...what can not be validated with tools or cannot be validated automatically is815
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if a specific functionality belongs to this layer or not or to another layer. This can be only examined through
code reviews. And this is something that we have validated through code reviews.” (participant E).

8.2. Implementation Quality

(IV) Ensuring quality of decisions’ implementation using templates. The concern appropriate use of technology
(see Section 6) is addressed by enforcing a specific way of how a technology or library is to be used. This820

needs to be enforced in order to address the programming habits of developers who may have different ways of
using a specific technology: ”...JMS can be used in six, seven, eight different ways. Can this be decided by the
developers? No, it cannot, because everybody uses it differently. That is why we built a framework [...] and we
enforced that they only used this framework.” (participant L).

(V) Acknowledging developers about architecture relevant source code. In case of visibility of architecture in code825

another software architect enforced that the layer pattern was explicitly mapped to the package structure of the
code base and corresponding terms from architecture patterns are used for classes that reify architecture pattern
roles. With this enforcement activity, he aims to increase the architecture awareness of the developers during
coding: ”...the layer architecture must be clearly recognizable in the package structure and you must clearly see
where each subsystem is located. [...] projects that are structured in this way helps the developers to orientate830

themselves in the code easily and to recognize the architecture...” (participant J).

(VI) Ensuring Code Quality. By performing conformance checks, it can be validated if the implementation quality
is ensured in the code according to the concerns described in Section 6. Software architects may use static
code analysis tools in order to evaluate the overall code quality regarding code comprehensibility (concern)
by investigating code metrics (activity): ”...we use tools that are able to find problems on a code level, like835

for example big classes with too many methods, method call depths, bad class names and so on [...] this is
what is necessary in order to be able to ensure that the code remains clean during changes...” (participant
B). Implementation quality can be enforced by defining specific naming and code structuring conventions, so
that the visibility of domain concepts can be ensured. For example, an interviewed participant reported that he
strictly prescribes that no primitive datatypes are allowed for domain concepts. In this way, he addressed the840

programming habits of developers who tend to use only primitive datatypes like int or String to model domain
concepts: ”...I started in this project and nobody has ever heard this concept. Never. Everything is modeled as
an int, maybe bytes, [...] and you can see that this is not a real type-safe system. [...] they do not build their
own data types [...] That is why I enforce that there are no primitive data types at public interfaces [...] they
are not thinking about it and simply transform data from one place to another although they are not allowed to.845

This is indeed a problem.” (participant J).

9. Discussion and Research Hypotheses

This section discusses the findings and the implications for practitioners and academia. The results from the expert
study combined with the results from our literature review indicate that there are still gaps between enforcement
methods from practice and from literature.850

9.1. Comparing Practice and Literature

A new contribution of our paper is the comparison between enforcement approaches from practice and literature.
With this comparison we aim for a comprehensive overview about architecture enforcement comprising. This compar-
ison has shown that further research is necessary in order to fully understand the enforcement process and to provide
supporting methods and tools. We exemplary choose and describe some of the concepts that may be interesting to be855

investigated in more detail.
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9.1.1. Enforcement Concerns
Macro and Micro Architecture Decisions. We think that the distinction between macro and micro architecture

should be defined more clearly by the software architecture community. Currently, the boundary between macro and
micro architecture is still defined very vague. A more clear distinction could help architects to focus on the most860

important decisions during architecture enforcement. We claim that we made a contribution to this distinction which
could support architects by setting a scope for architecture decisions and to determine decisions that are the responsi-
bility of the developers.

Visibility of Domain Concepts in Code. Software architects are concerned about how domain concepts are865

mapped to the code. Domain models are typically not considered to be related with software architecture as stated
in (Fairbanks and Garlan, 2010), but as confirmed by the interview results, this aspect should not be treated less
important. We propose that new approaches for architecture enforcement should also consider domain models.

9.1.2. Enforcement Activities
Model-Code-Comparison. Although knowing that a lot of approaches exist in order to reconstruct software ar-870

chitectures, class diagrams, or sequence diagrams from code, we did not found any studies in our literature search
that report about how those approaches are actually used by software architects. That is why, we think that further
studies are needed in this direction. This is necessary, in order to provide methods and tools that effectively support
the software architect in his enforcement activities.

875

Verifying Traceability Links. We could find only one publication in our literature result set reporting about
experiences of software architects using traceability approaches. Traceability approaches could additionally help to
connect the software architecture with architecture relevant code. This additionally supports the activity ”correlate
architecture and code”.

880

Formalization of Architectural Rules. We found that formalization of architecture patterns is rarely used by
architects although a lot of approaches are proposed in literature. Static dependencies are often used as a main criteria
to define architectural rules. Rules concerning layer dependencies are validated regularly, whereas other types of
architectural solutions, e.g. Model-View-Controller-Pattern, architectural tactics or communication styles, are not
validated. Further studies in this direction are necessary. In a future study, one might explicitly ask about which885

pattern constraints are considered during enforcement and how they are actually enforced (which tools architects use
etc.). Another direction for future work would be to investigate which problems they face with current conformance
checking tools and which support they need for conducting the enforcement.

9.2. Research Hypotheses

890

Hypothesis 1: Enforcement concerns and activities depend on the domain for which the software architect designs
the software architecture.

During our interviews with participants, we found differences between domains regarding their enforcement con-
cerns and activities. Some enforcement concerns and activities appear to be important for architects at certain domains.
In the automotive domain, we found that adherence to standards and performing traceability are paramount for soft-
ware architects, because they support achieving quality attributes and mitigate risks regarding safety. Both standards895

and traceability have not been mentioned by other interviewees, who work in developing enterprise software. On the
other hand, some enforcement concerns show to have lower priority for architects in the automotive domain. One par-
ticipant mentioned ”using design patterns is not common in automotive”. Thus, architectural patterns show to have
lower priority in the automotive domain than in enterprise applications. Another participant mentioned ”In embed-
ded systems, we do not adjust software architecture to fit developers’ skills, because hardware design constraint our900

software design”. This shows difference to enterprise software, where architects could adjust software architecture
to fit skills of developers as part of their enforcement activities. In automotive software, it is not usual to try several
technologies as in enterprise software. This is because releasing software for automotive has several legal restrictions.
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One participant mentioned ”Legal consequences make messing inside the source code limited”. The differences be-
tween both domains (automotive and enterprise software) come from the different priorities for quality attributes, and905

constraints. In embedded systems, memory consumption and performance have higher concern than other quality
attributes, while in automotive, safety is paramount.

Hypothesis 2: Enforcement concerns and activities depend on organizational factors like the software development
process, budget constraints, or other duties the software architect has in the project.

It is worth noting that we discovered different factors that may impact the enforcement activities conducted by910

the software architect. For example, the extent to which enforcement activities can be conducted may be constrained
by other duties a software architect has in a project. For example, some architects are responsible for various tasks
that also encompass project management. Those architects rather classify themselves as ”non-technical”, high-level
architects (or architecture astronauts as defined by Buschmann (2009)) who do not participate in coding activities or
even do not conduct a code review. They delegate this task to so-called lead developers who participate in coding,915

but additionally own a high-level overview about the software architecture. They also gather feedback from the
developers concerning the architecture, perform the coaching and have an overview about the individual skill levels
of each developer. The lead developer is then responsible for passing the information about the current state of the
implementation with the software architect.
Another factor may be the development process which is applied in a software project. The interview participants work920

in a project applying an agile, a waterfall-like process, or a mix of both. In the mixed process, the most important
requirements are first assessed in a waterfall-like process, then the software development follows an agile process.
Although we did not directly assess this in our study, we think that the development process may have an influence
on the role of the architect, the concerns he might have and especially which enforcement activities he performs.
For example, participant H works in a project applying a waterfall-like process. This was necessary due to strict925

requirements given by government regulations. As he stated, an agile process was definitely out of question due to
those requirements. His main concern was the rapid deployment of changed or new components. That is why, he
strives for loosely coupled components and enforced that components were appropriately partitioned according to the
separation of concerns principle. Moreover, he preferred more restrictive methods like code generation. On the other
hand, participant J worked in an agile environment. As opposed to participant H, participant J rather preferred less930

restrictive methods and relies on communication and coaching strategies. Those kind of topics were no concerns of
participant J. Participant H was also concerned about naming conventions, how interfaces are declared and defined,
if interfaces are appropriately documented or if exception handling was implemented correctly. Those are concerns
related to architectural details closer to the implementation.
Although we identified relationships between several factors - such as the development process - and the tasks an935

architect is responsible for during enforcement, those relationships must be investigated in more detail as they were
not originally the objective of our study. This is left for future work.

9.3. Limitation of the study
In the next to paragraphs, we discuss the limitation of a) the expert study and b) the literature search.

9.3.1. Limitation of the expert study940

Gasson et al. proposed the criteria confirmability, dependability, internal consistency, and transferability (Gasson,
2004) in order to evaluate qualitative studies. By describing and capturing the background of all the study partici-
pants we address transferability. Confirmability is addressed by repeatedly discussing and restructuring the categories
in an iterative process. In order to address dependability we followed a research process (Section 3) and described
all the steps that were conducted. In terms of internal consistency the statements and the corresponding codes were945

cross-checked by another researcher. Similar to other qualitative studies we have a limited number of participants.
However since we wanted to generate new knowledge and not to evaluate or confirm existing knowledge we find that
this limited number is acceptable.
Another limitation might be that we did not consider specific factors that could influence the experts’ view on enforce-
ment concerns. For example, skills and tasks of a software architect could influence his view about what are important950
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concerns and activities in context of architecture enforcement.
There is the risk that each researcher might interpret the results in different ways. This risk is minimized by letting
two researchers conduct the interviews independently.
Another limitation may be that the architects were not chosen randomly, but we contacted practitioners directly
through our relationships.955

9.3.2. Limitation of the literature search
In our literature search we did not investigate all existing databases. This involves the risk that we did not find all

relevant publications. Additionally, as ”architecture enforcement” is not yet a common term, we tried to use synonyms
in order to paraphrase it. That is why, we might have missed some important keywords in the search query string.
Consequently, not all relevant publications are contained in the resulting data set. In a next step, publications in other960

databases could be search and the search string could be refined.

10. Conclusion

In this paper, we presented results from an empirical study that aims for understanding the architecture enforce-
ment in practice. We interviewed 17 experienced software architects from several companies and analyzed the in-
terviews using methods from grounded theory. By doing this, we discovered enforcement concerns and activities.965

Additionally, we compared our findings with literature. The contribution of our study is a comprehensive overview
about how architects’ practices are discussed in state-of-the-art and how the concepts from literature are actually used
in practice.
Architects have several objectives during the enforcement process which we have called enforcement concerns. We
found that many of them are discussed in literature, but are mostly not directly related with with architecture enforce-970

ment. The concerns Appropriate use of technology or visibility of domain concepts in code are two examples.
We introduced two enforcement goals and related the enforcement activities to those goals. As described in the dis-
cussion, several factors and their impact on the architecture enforcement process should be investigated in more detail,
e.g. how software architects differentiate between macro architecture and micro architecture decisions. Another in-
teresting research direction would be to investigate which perspectives developers have on software architecture and975

how they align with the concerns of the software architects. In our study, we investigated the software architect’s
point of view during architecture enforcement. It would be worth to additionally investigate the developer’s view by
interviewing developers who are involved in enforcement of architecture decisions, e.g. in order to discover which
challenges they face during this process.
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Appendix A. Interview Guide

In the following we present the interview guide with the main questions. As the interview was designed as a
semi-structured interview, it is possible that additional, context-dependent questions were asked. Those questions are985

not shown here. Moreover, the order of the guiding questions differed from interview to interview.

Part I: Briefing/Participants’ Background

• Please, describe a recent project you are working for or you have worked for.

• What type of application is developed/maintained in this project?990

• What are the important architecture decisions that were made?

• How large is the development team and the architect team, respectively?
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• How many years of experience do you have as an architect?

• Do you have other duties in the project beside software architecture related tasks? If yes, which types of duties?

Part II: Enforcement Concerns995

• Regarding the most important architecture decisions in the project, which aspects and concerns of those deci-
sions are most important and should be definitely followed by the implementation?

• What are typical/critical/recurring problems concerning those decisions (in the code)? Or more specifically
which types of architectural violations do you often see in the implementation?

• In case you participate in source code reviews, on which source code aspects that are important regarding1000

architecture do you focus especially?

Part III: Enforcement Activities

• How do you ensure that your architecture and your concerns are implemented as intended? Do you follow any
strategies?

• Are you involved in implementation task or are you working close to the implementation?1005

• In case you participate in source code reviews, what are the specific steps you perform when you inspect the
source code in order to assess the implementation of the architecture decisions?

• Do you define formal rules for architecture? What type of rules are they? Do you check them automatically?

• How do you use architecture documents and models during the enforcement process?
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